

**Introduction to the Zig Programming Language**

**Course Number:** PROG-116
**Duration:** 3 days

**Overview**

[Zig](https://ziglang.org/) is a general-purpose programming language and toolchain for creating robust, optimal, and reusable software. Zig improves on C with its customized memory control, null reference protection, and required error handling. Unlike Rust, Zig allows low-level memory control with syntax and memory model features to help avoid memory leaks. Finally, it provides interoperability with existing C libraries.

This Zig Programming training course teaches attendees how to leverage Zig's data types, control flow structures, code organization, memory management, and more.

**Prerequisites**

All students must have programming experience.

**Materials**

All Zig Programming training students receive comprehensive courseware.

**Software Needed on Each Student PC**

A complete, remote virtual environment is provided for training and is accessible via the Internet from any modern web browser.

**Objectives**

* Build and run Zig programs
* Explore features unique to Zig that set it apart from other languages
* Understand where Zig is a good choice for writing software
* Work with the Zig toolchain
* Explore how Zig can be used as a drop-in replacement for C
* Discover how Zig enables performance and safety
* Apply modern techniques for memory control, null reference handling, and error handling with a lower-level language.
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