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**Overview**

This Svelte course teaches Angular programmers how to set up a Svelte development environment, understand the principles of template reactivity, create static and dynamic pages, and handle forms and lifecycle events. Attendees also learn advanced Svelte topics, including state management, routing, error handling, and asynchronous data. Throughout the course, comparisons between Angular and Svelte are addressed, allowing students to understand the advantages of Svelte. This course is ideal for programmers with a background in Angular looking to expand their skills and learn a new framework.

**Prerequisites**

All students must have Angular, JavaScript, and HTML programming experience. Experience with CSS is helpful, but not required.

**Materials**

All Svelte training students receive comprehensive courseware covering all topics in the course. Courseware is distributed via GitHub in the form of documentation and extensive code samples.

**Software Needed on Each Student PC**

Students need a free, personal GitHub account to access the courseware and permission to install .NET SDK, Node.js, and Visual Studio Code on their computers. They also need permission to install NuGet Packages, NPM Packages and Visual Studio Extensions. If students are unable to configure a local environment, a cloud-based environment can be provided.

**Objectives**

* Understand the fundamentals of Svelte and how it compares to Angular
* Set up a development environment for Svelte and understand how it differs from Angular’s development environment
* Learn about SvelteKit and its features, including routing, server-side rendering, and unit testing
* Create static and dynamic pages using Svelte, understand their structure, and handle images, CSS, and JavaScript content
* Understand the principles of template reactivity in Svelte and how it compares to Angular’s Zone.js and Signals
* Understand component basics and composition in Svelte
* Handle data, forms, and lifecycle events in Svelte
* Work with state management, routing, error handling, and asynchronous data in Svelte
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