

**Microservices Architecture**

**Course Number:** MSV-106
**Duration:** 2 days

**Overview**

This Microservices Architecture training course teaches attendees how to design microservice-based systems for on-prem and cloud deployment. Students learn the top microservices design patterns, how microservices integrate with containerized systems, strategies for integration with existing systems, and more.

**Prerequisites**

All students must know programming fundamentals and software design principles.

**Materials**

All Microservices Architecture training students receive comprehensive courseware.

**Software Needed on Each Student PC**

Attendees will not need to install any software on their computers for this class. The class will be conducted in a remote environment that Accelebrate will provide; students will only need a local computer with a web browser and a stable Internet connection. Any recent version of Microsoft Edge, Mozilla Firefox, or Google Chrome will work well.

**Objectives**

* Understand when to break up/not break up monolithic code when transitioning to microservices
* Explore fundamentals of microservices architecture
* Apply design patterns to ensure the optimal architecture
* Manage APIs
* Integrate microservices with existing systems
* Ensure the stability/robustness of microservices
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