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**Overview**

This in-person or onsite DevOps Foundations for Java with Git, Jenkins, and Maven training course teaches attendees fundamental DevOps concepts, how version control with Git fits into broader DevOps practices, and how to build Java projects with Maven. Participants learn Continuous Integration (CI) techniques, including integrating Git with Jenkins and using SonarQube for continuous code quality measurement and enforcement.

**Prerequisites**

Basic Java knowledge is beneficial.

**Materials**

All DevOps training students receive comprehensive courseware.

**Software Needed on Each Student PC**

Attendees will not need to install any software on their computer for this class. The class will be conducted in a remote environment that Accelebrate will provide; students will only need a local computer with a web browser and a stable Internet connection. Any recent version of Microsoft Edge, Mozilla Firefox, or Google Chrome will be fine.

**Objectives**

* Understand what DevOps is
* Implement version control with Git
* Build Java projects with Maven
* Implement continuous integration with Jenkins
* Integrate Git with Jenkins
* Implement continuous code quality with SonarQube
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